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Abstract—Existing studies on crowdsourcing often adopt the retail-style allocation approach, in which tasks are allocated individually

and independently. However, such retail-style task allocation has the following problems: 1) each task is executed independently from

scratch, thus the execution of one task seldom utilize the results of other tasks and the requester must pay in full for the task; 2) many

workers only undertake a very small number of tasks contemporaneously, thus the workers’ skills and time may not be fully utilized. We

observe that many complex tasks in real-world crowdsourcing platforms have similar skill requirements and long deadlines. Based on

these real-world observations, this paper presents a novel batch allocation approach for tasks with overlapping skill requirements.

Requesters’ real payment can be discounted because the real execution cost of tasks can be reduced due to batch allocation and

execution, and each worker’s real earnings may increase because he/she can undertake more tasks contemporaneously. This batch

allocation optimization problem is proved to be NP-hard. Then, two types of heuristic approaches are designed: layered batch

allocation and core-based batch allocation. The former approach mainly utilizes the hierarchy pattern to form all possible batches,

which can achieve better performance but may require higher computational cost since all possible batches are formed and observed;

the latter approach selects core tasks to form batches, which can achieve suboptimal performance with lower complexity and

significantly reduce computational cost. With the theoretical analyses and experiments on a real-world Upwork dataset in which the

proposed approaches are compared with the previous benchmark retail-style allocation approach, we find that our approaches have

better performances in terms of total payment by requesters and average income of workers, as well as maintaining close successful

task completion probability and consuming less task allocation time.

Index Terms—Task allocation, crowdsourcing, batch formation, discounting, skill overlapping

Ç

1 INTRODUCTION

IN previous work on crowdsourcing, the task allocation is
categorized into two types [1]: for simple tasks that are

atomic computation operations, tasks are directly allocated
to proper individual workers [2]; for complex tasks involv-
ing many computational operations, tasks may either be
decomposed into micro-subtasks allocated to individual
workers [3], [4] or be directly allocated to a team of workers
through team formation [5], [6].

In existing studies, the allocations of different tasks are
independent from one another, regardless of whether the
tasks are simple or complex. In other words, previous task
allocation is similar to the retail business in markets, in

which tasks are allocated individually and independently.
Next, a real-world example of this approach is presented.

At the leading crowdsourcing website, www.upwork.com,
there are two web development tasks that are posted at the same
time: developing a B2C website and developing an O2O website.
With existing task allocation methods, the two similar tasks will
be dependently allocated to different workers. Obviously, such a
solution may not be sufficient, since the two tasks have many simi-
larities and may be mutually beneficial, e.g., many of the infra-
structures and basic components of B2C and O2O websites are
the same or similar. In fact, if the two tasks are allocated to the
same worker, significant development cost may be saved because
the development of two similar websites can be combined and
experiences that are learned from developing one website can be
applied when developing the other.

Retail-style task allocation cannot scale to large-scale con-
current tasks, because each task needs to be allocated inde-
pendently from scratch, which may involve repeatedly
solving for the optimal matching between tasks and workers.
In general, the problems with the retail-style task allocation
in traditional crowdsourcing can be summarized as follows:

1) Retail-style task allocation requires each requester to pay in
full for his/her task because each task will be allocated and
completed independently from scratch. In fact, it is com-
mon that many tasks within the same category at a
crowdsourcing website may be similar on required
skills. For example, we find that each skill is required
by at least 31.36 tasks on average at the Freelancer
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website and by at least 13.58 tasks on average at the
Upwork website. By analyzing 4950 tasks that were
randomly collected from the category of web and
mobile development at the Upwork website, we find
that 769 tasks involve WordPress, 731 tasks involve
PHP, and 683 tasks involve Website Development.
Therefore, it may be possible to integrate the skill-
overlapping tasks and allocate them in batches, which
can save allocation cost; then, the batched similar tasks
will be performed by the same workers, which can
allow the partial execution results of one task to be
reused by another similar task of the same workers.
This approach can reduce the execution cost of tasks
so that the system can discount the real payment that
is required from requesters.

2) Retail-style task allocation may not fully utilize workers’
skills because many workers undertake no more than
one task contemporaneously. For example, we find that
the period during which workers contemporane-
ously undertake no more than one task occupies
61.58 percent of the workers’ total duration at the
Upwork website and 80.16 percent at the Freelancer
website. In fact, one task often uses only a fraction
of a worker’s resources. On the other hand, many
crowdsourcing tasks have long deadlines; for ex-
ample, by randomly counting 7395 tasks from the
Upwork website, we find that the average comple-
tion time is 97.76 days. It is thus possible to allocate
more than one task to the same worker. Moreover,
when the system allocates a batch of tasks to a
worker, the system can discount the real payment
for each task so that the requesters pay less; when a
worker undertakes more tasks contemporaneously,
the worker can receive higher hourly payment com-
pared with the retail-style task allocation.

To address the above problems, this paper presents a
novel batch allocation approach for tasks with overlapping
skill requirements. Our approach is inspired by the concept
of wholesaling which denotes that batched goods are allo-
cated to individuals with the goal of lowering cost [7]. First,
we integrate similar tasks into a batch according to their
skill requirements; then, the integrated tasks will be allo-
cated in batch to workers. Batch allocation has the following
advantages: 1) batch allocation can save on task allocation
time, which allows the system to scale to accommodate
large-scale concurrent tasks; 2) the crowdsourcing systems
discount the real payment for batched tasks so the reques-
ters pay less; and 3) the workers can receive higher hourly
payment than with the previous retail-style task allocation.

If the assigned workers can satisfy all skill requirements
of the tasks in the batch, they will perform the tasks by
themselves. Otherwise, they will coordinate with other
workers in their social network to execute the tasks rather
than turning to the requesters, the reason is that the per-
sonal characteristics of workers are often invisible to the
requesters [23] and the requesters may not have enough
expertise to justify whether a worker has qualified profes-
sional skills to complete the tasks effectively.

The problem of achieving optimal batch allocation is NP-
hard. To solve such an NP-hard problem, at first we present
a layered heuristic approach, which utilizes the hierarchy

pattern to form all possible batches and then performs batch
allocation by considering the real situations of batches and
available workers. This approach can achieve good perfor-
mance but has high computational cost since all possible
batches must be formed and observed. Then, we propose
another core-based heuristic batch allocation approach,
which selects core tasks to form suboptimal batches with
lower computational cost.

Through theoretical analyses and experiments on a real-
world dataset from the Upworkwebsite, we find that our two
approaches achieve much better performances in terms of
total payment by requesters and average income of workers,
whilemaintaining close successful task completion probabili-
ties and consuming less task allocation time compared with
the previous benchmark retail-style allocation approach.

The remainder of this paper is organized as follows.
In Section 2, we compare our work with related work; in
Section 3, we present the motivation and problem descrip-
tion; in Section 4, we present the approach for layered batch
formation and allocation of tasks; in Section 5, we present
the approach for core-based batch formation and allocation
of tasks; in Section 6, we provide the experimental results;
finally, we conclude our paper in Section 7.

2 RELATED WORK

We now introduce the related work on retail-style allocation
of complex tasks in crowdsourcing, which includes two
types: decomposition and monolithic allocations.

2.1 Decomposition Allocation of Complex Tasks

Decomposition allocation of a complex task means that the
task will first be decomposed into a flow of simple sub-tasks
and then the decomposed sub-tasks will be allocated to
individual workers [3]. This approach is mainly used in the
following two situations: in crowdsourcing systems that are
oriented to micro-task markets, such as Amazon’s Mechani-
cal Turk, and when the workers are non-professional and
can only complete simple or micro-tasks.

Tran-Thanh et al. [3] proposed a crowdsourcing algo-
rithm to specify the number of micro-tasks to be allocated at
each phase of a workflow and dynamically allocate its bud-
get to each micro-task. Then, Tran-Thanh et al. [4] further
investigated the problem of multiple complex workflows,
and they proposed an algorithm to determine the number
of inter-dependent micro-tasks and the price to pay for each
task within each workflow.

Bernstein et al. [11] used Mechanical Turk to present a
word processing interface that can be used for proofreading
and editing documents, which decomposed a complex task
into three stages: Find, in which workers identify patches of
the requester’s task that need more attention; Fix, in which
other workers revise the patches that were identified in the
previous stage; and Verify, in which newly allocated work-
ers vote on the best answers from the Fix stage and perform
quality control on the revisions.

In comparison, this paper provides a contrary approach
that integrates some complex tasks with overlapping skill
requirements into batches instead of decomposing them,
which can reduce the computational cost and real payment
by requesters.
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2.2 Monolithic Allocation of Complex Tasks

Monolithic allocation means that each complex task will be
allocated as a whole to an individual worker or a team of
workers and does not require the requesters to decompose
complex tasks.

2.2.1 Individual Worker-Oriented Allocation

Currently, there are some crowdsourcing websites for com-
plex tasks, such as www.upwork.com. These complex tasks
are often allocated to professional workers [12], [13] by con-
sidering the following two factors: the matching degree
between the task’s required skills and the worker’s skills,
and the reputation (or experience) of the worker. Complex
tasks are often allocated non-redundantly (e.g., by ran-
domly counting 6271 tasks in Upwork website, we find that
79.3 percent of tasks are allocated non-redundantly). More-
over, on some crowdsourcing websites, such as Crowd-
works, the requesters may interview the candidate workers
using instant messaging software tools to determine
whether the workers can complete the tasks.

Many workers are connected by social networks [24];
therefore, Bozzon et al. [14] presented an approach to find
the most knowledgeable people in social networks to
address the task. Moreover, if a worker cannot complete the
allocated complex task by himself, he needs to forward the
complex task to another worker. Heidari and Kearns [15]
performed a study on designing efficient forwarding struc-
tures from a worker to another worker.

In comparison, our study in this paper not only allocates
an entire complex task to a worker but also integrates some
similar complex tasks, which can reduce requesters’ real
payment and make use of the time of workers better than
previous studies.

2.2.2 Team Formation-Based Allocation

Team formation is a new method for crowdsourcing com-
plex tasks, where individuals with different skills form a
team to complete tasks collaboratively [6], [16]. Liu et al. [17]
presented an efficient method for team formation in crowd-
sourcing, which are implemented by involving economic
incentives and guaranteeing profitability for requesters and
workers. They designed some incentive mechanisms for for-
ming a team that can complete the task and determine each
individual worker’s payment.

Currently, there are some self-organization approaches
for the team formation. Rokicki et al. [5] explored a self-
organization strategy for team formation in which the work-
ers make decisions for forming a team; each worker initially
forms a one-man team and becomes its administrator; work-
ers can decide by themselves which team they want to join.
Lykourentzou et al. [18] presented a self-organized team
formation strategy in which the hired workers can select the
teammates by themselves.

In summary, each team is tailored artificially for a special
task, which cannot fit for a batch of tasks. In comparison,
this paper focuses on integrating tasks instead of grouping
workers.

3 MOTIVATION AND PROBLEM DESCRIPTION

3.1 Motivation

We have analyzed some data from two leading complex-
task-oriented crowdsourcing websites, www.upwork.com
and www.freelancer.com, which include 1353 workers and
4950 tasks selected randomly from the Upwork website,
and 578 workers and 6968 tasks from the Freelancer web-
site. We summarize the following main characteristics:

� Overlapping skill requirements of different tasks. We con-
sider the typical category of complex tasks at the
Upwork website: web-mobile development. We
select the 20 skills that are most often required by
tasks in the category, which are shown on the x-axis
in Fig. 1a; the number of tasks requiring each type of
skill is represented by the y-axis. We find that each
of 20 most popular skills is required by 332 tasks on
average, while the total number of tasks is 4950 and
each task may require more than one skill.

Because the Freelancer website does not have cat-
egories of tasks, we consider all categories of tasks.
The statistical results are shown as Fig. 1b. We can
see that each of 20 most popular skills at the whole
website is required by 473 tasks on average, while
the total number of tasks is 6968 and each task may
require more than one skill.

Therefore, many real-world crowdsourcing tasks may
have overlapping skill requirements.

� Similarities of required skills among tasks. Let there be n
tasks. We use Stx to denote the set of skills required by

Fig. 1. The numbers of tasks requiring some given skills.
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task tx. Then, the similarities among the n tasks can be
measured as the average pairwise Jaccard similarity:

Sim ¼ 1

n � ðn� 1Þ
X
x 6¼y

jStx \ Sty j
jStx [ Sty j

: (1)

Fig. 2 shows the similarities of different categories
of tasks at the Upwork website, where some tasks
within each category are similar. In particular, the
tasks of customer-service, legal, and writing have
higher similarities. Although the tasks at the Free-
lancer website are not categorized clearly, we also find
that the software development tasks at the Freelancer
website have a similarity with an average value of
0.033. Therefore, the skill requirements of some complex
tasks within the same categorymay often be similar.

� The number of tasks undertaken by workers contempora-
neously. We count the number of tasks undertaken
by each worker during a given period; then, we cal-
culate the percentage of the time in which the worker
has undertaken a given number of tasks, shown as
Fig. 3. In Fig. 3, C denotes the number of tasks under-
taken contemporaneously, and the percentage indi-
cates the time occupancy. We find that the period in
which workers undertake no more than one task
occupies 61.58 percent of the workers’ total duration
at the Upwork website and 80.16 percent at the Free-
lancer website. Therefore, most workers undertake only a
very small number of tasks contemporaneously.

� The deadlines of tasks. Many crowdsourcing tasks have
long deadlines; for example, after counting 7395
tasks at the Upwork website, we find the average
duration is 97.76 days; and after counting 11614 tasks
at the Freelancer website, we find that the average
duration is 6.53 days. The crowdsourcing tasks often
have long deadlines because urgent tasks may not be
applicable to crowdsourcing websites, where work-
ers may have uncertain skill levels and be unreliable.

Summary. From the observations, it can be concluded that
there are four popular characteristics of current complex-
task-oriented websites: the skills required by tasks are often

overlapping; many complex tasks within the same category have
similarities; most workers undertake only a very small number of
tasks contemporaneously; and the deadlines of many tasks are long.
Therefore, these observations motivate our study on batch
allocation of tasks. In fact, it is well known that grouping sim-
ple tasks in larger batches is attractive to workers, since work-
ing on large batches of tasks avoids overhead of selecting
tasks to work on, as well as reading instructions and learning
how to perform the task [2]. In comparison, the novelty of this
paper is thatwe explore the batching of complex tasks.

With the batching of complex tasks, there are two obvious
advantages.One is that the total execution costs of tasks in a batch
by the same workers can be reduced by comparing with the case in
which each task is executed independently by different workers. The
reason is that the partial execution results of one task can be
reused (or with certain modifications) in another similar task
by the same workers. For example, if a worker undertakes
two similar tasks contemporaneously: developing a B2Cweb-
site and developing an O2O website, some of the infrastruc-
tures and basic components in developing the B2C website
can be reused with certain modification in the developing of
the O2O website; because the repetitive works can be saved,
the total execution costs of the two tasks can be reduced by
comparing to the case in which the two websites are devel-
oped from scratch. Another advantage is that the allocation time
can be saved because the tasks in the batch can be allocated in
whole by comparing the retail-style task allocation approach
inwhich each task is allocated non-redundantly and indepen-
dently to a professional worker, which is verified by the
experimental results in Fig. 6 in Section 6.5.2.

3.2 Problem Description

3.2.1 Discounting of Payment for Batch Allocation

Discounting is a general marketmechanism inwhich the pay-
ment can be discounted in exchange for cheaper or less satis-
factory service [19]. Discounting can be introduced to reduce
the real payment by requesters since a worker who accepts a
task batchmight produce delayed service as theworker needs
to handle themultiple tasks in the batch. Therefore, requesters
pay less by discounting their real payment due to the delayed
service that results from batch allocation. On the other hand,
as stated above, batch allocation can reduce the real execution
cost and improve the real earnings of the worker, so the
workerwill bewilling to accept the discounted payment.

Formally, the crowdsourcing system can discount a
requester’s real payment to an assigned worker wi for com-
pleting task t according to the number of batched tasks that
are queueing for wi; jBwi

j. Now, we can define the discount-
ing function as follows:

Fig. 2. The similarities of required skills of tasks in different categories at
the Upwork website.

Fig. 3. The numbers of tasks undertaken by workers during a given
period.
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Payðwi; tÞ ¼ cðjBwi
jÞ � bt; (2)

where bt is the original budget of task t and c is a discount-
ing function, 0 � c � 1, where the value of cðXÞ decreases
monotonically from 1 to 0 with the increase of X. In this
paper, c is defined as expðs � ð�jBwi

j þ 1ÞÞ, where s is a
given discounting factor.

Given a free worker wi, let there be a batch of tasks,
B ¼ ft1; t2; . . . ; tjBjg, allocated to wi; we assume that tx is
executed after tx�1 ð1 < x � jBjÞ and the original budget
for task tx ð1 � x � jBjÞ is btx . Then, the real payment that wi

can get from batch B is

Payðwi;BÞ ¼
X

x¼1;:::;jBj
ðcðxÞ � btxÞ: (3)

3.2.2 Optimization Objective

According to the above discounting function, the more tasks
that are allocated in batch to the same worker, the more sig-
nificantly the system can discount the requesters’ real pay-
ment for these tasks; the worker can also earn more hourly
wages. However, if too many tasks are allocated to the same
worker, some issues may arise: first, the assigned worker
and his/her collaborators may have difficulty satisfying
some of the skill requirements of the tasks; second, the pay-
ment will be heavily discounted and the real payment may
be too low to satisfy the worker’s reservation wage; third, if
too many tasks are waiting for the same worker, the real
completion time of some tasks may exceed their deadlines
(although the deadlines are long).

The optimization objective is to form proper batches and
to allocate the batches to the workers with the maximum
crowdsourcing values (which measure workers’ probabili-
ties of performing the tasks successfully and will be defined
afterwards) to minimize the real payments by requesters
under the following two constraints: the discounted pay-
ment for each task is not less than the reservation wage of
the assigned worker; and the completion time of each task
cannot exceed the deadline of that task.

Let T be a set of tasks. P is a possible batching scheme
for T, i.e., a combination scheme of the tasks in T ;P ¼
fBxj

S
Bx ¼ Tg, where Bx ðBx � T Þ denotes a batch that

includes a subset of T. We use V ðwi;BxÞ to denote the
crowdsourcing value of wi for Bx, i.e., the probability of wi

being assigned to the batch of tasks Bx, which can be
expressed later in Section 4.2. Our objective is to find a
batching scheme that can minimize the total real payment
by all requesters of tasks in T:

P� ¼ argmin
P

 X
Bx2
QPayðwj;BxÞ

!
; (4)

where
wj ¼ argmax

wi2W
ðV ðwj;BxÞÞ (5)

subject to :

8Bx 2 P ^ 8t 2 Bx ^ timeðwj; tÞ � dt
(6)

8Bx 2 P ^ 8t 2 Bx ^ Payðwj; tÞ � gwj
; (7)

where timeðwj; tÞ denotes the completion time of task t by
worker wj; dt denotes the deadline of t, and gwj

denotes the
reservation wage of wj. Equations (5), (6), and (7) denote
that batch Bx is allocated to a worker wj who has the highest
crowdsourcing value for Bx and satisfies the following two
constraints: 1) the completion time of each task in Bx by wj

should not exceed the deadline of that task; and 2) the real
payment by the requester of each task in Bx to wj should be
higher than the reservation wage of wj.

3.2.3 Property Analyses

Theorem 1. The batch allocation problem with the optimization
objective in Equations (4), (5), (6), (7) is NP-hard.

Proof. 3-dimensional matching(3DM) is a classical NP-
hard problem [30]. There are assumed 3 finite disjoint
sets, X, Y , and Z. All elements are defined as N ¼
X [ Y [ Z. Let L be a set of candidate triples, L ¼
fðx; y; zÞjx 2 X; y 2 Y; z 2 Zg. A 3-dimensional match-
ing, M, is a subset of L: for any two distinct triples,
ðx1; y1; z1Þ 2 M and ðx2; y2; z2Þ 2 M, we have x1 6¼ x2,
y1 6¼ y2 and z1 6¼ z2. Given a set N, a set of triples L and
an integer k, the decision problem of 3DM is to decide
whether there exists a 3-dimensional matching M � L
with jMj � k.

In an instance of our problem, there is a set of tasks,
T ¼ ft1; t2; . . . ; tng. We can obtain a collectionC ¼ fC1;
C2; . . . ; Cxg of 3-element subsets of T and a collection
A ¼ fA1; A2; . . . ; Ang of 1-element subsets of T. We
set a positive payment weight wc ¼ 1 for each Ci and
wa ¼ 2=3 for each Ai. The 3DM problem can be trans-
formed to our problem as follows: each triple of L corre-
sponds to Ci 2 C, and each element of N corresponds to
ti 2 T . Let J be a positive number. Then, we will show
that the 3DM problem has a 3-dimensional matching M,
with jMj � k, if and only if our problem has an exact cover
E for T with the sum of weights

P
i2E wi � J , where

J ¼ 2n=3 � k.

1) only if. If there exists an exact cover E for T, where
E ¼ A0 [ C0 and A0 � A ^ C0 � C, the sum of the
weights of E is wa � jA0j þ wc � jC0j ¼ wa � ðjT j �
3jC0jÞ þ wc � jC0j ¼ 2n=3 � jC0j � J . Thus, jC0j �
2n=3� J . Each triple of M corresponds to Ci 2 C0,
and the size n of T and N that can be seen as a
constant for the specific problem. This indicates
that for the 3DM problem, there is a matching M
with jMj ¼ jC0j � k, k ¼ 2n=3 � J .

2) if. If there exists a 3-dimensional matching M in
the 3DM problem, jMj � k, it can be proved
that our problem has an exact cover E for T
with J ¼ 2n=3 � k. M corresponds to C0, and
other elements of T are covered by the subset of A.
Thus, the sum of the weights of E is 2=3 � ðjT j �
3jC0jÞ þ 1 � jC0j ¼ 2n=3 � jC0j � J .

The 3DM can be restricted to the instance of our prob-
lem in polynomial time, thus our problem is NP-hard. tu

The objective of minimizing the total real payment by
requesters in Equation (4) is compatible to another objective
of improving the real earnings of individual workers. To
reduce the real payment by requesters, we can make the
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batch larger, and the worker can earn more from a larger
batch than from a smaller batch.

Lemma 1. Let there be two batches, B1 and B2. It is assumed that
B1 � B2 and that all tasks in B2 - B1 are executed after the tasks
in B1. If the two batches are assigned to worker wi, we have:
Payðwi;B1Þ � Payðwi;B2Þ.

Proof. 8tx 2 B2 ) tx 2 B1 _ tx 2 ðB2 �B1Þ. Let �x denote
the start time of the execution of task tx. Then, 8tx 2
ðB2 �B1Þ ^ ty 2 B1 ) �x � �y. According to Equation (3),

Payðwi;B2Þ ¼
P

x¼1;...;jB1j ðcðxÞ � btxÞþ
P

x¼jB1jþ1;...;jB2j ðcðxÞ � btxÞ ¼
Payðwi;B1Þ þ

P
x¼jB1jþ1;...;jB2j ðcðxÞ � btxÞ. Therefore, Payðwi;

B1Þ � Payðwi;B2Þ. tu
Moreover, the batching for improving the worker’s util-

ity is submodular, which has the diminishing returns prop-
erty, as stated in the following lemma:

Lemma 2. Let there be two batches, B1 and B2. It is assumed
that B1 � B2. Now suppose there is another set of tasks, T’.
If the assigned worker is wi and the tasks in T’ are executed
after the tasks in B1 and B2, we have Payðwi; B1 [ T 0Þ -
Payðwi;B1Þ � Payðwi;B2[T 0Þ � Payðwi;B2Þ.

Proof. Payðwi;B1 [ T 0Þ ¼Px¼1;...;jB1j ðcðxÞ � btxÞ þ
P

x¼jB1jþ1;...;jB1jþjT 0j ðcðxÞ � btxÞ
and Payðwi;B1Þ ¼

P
x¼1;...;jB1j ðcðxÞ � btxÞ, thus Payðwi;B1 [ T 0Þ �

Payðwi;B1Þ ¼
P

x¼jB1jþ1;...;jB1jþjT 0 j ðcðxÞ � btxÞ. Payðwi;B2 [ T 0Þ ¼P
x¼1;...;jB2j ðcðxÞ � btxÞ þ

P
x¼jB2jþ1;...;jB2jþjT 0 j ðcðxÞ � btxÞ and

Payðwi;B2Þ ¼
P

x¼1;...;jB2j ðcðxÞ � btxÞ, thus Payðwi;B2 [ T 0Þ �
Payðwi;B2Þ ¼

P
x¼jB2jþ1;...;jB2jþjT 0 j ðcðxÞ � btxÞ. jB1j � jB2j,

8i ¼ 1; . . . ; jT 0j ) btjB1 jþi
¼ btjB2 jþi

, and according to the

discounting function, we have 8i ¼ 1; . . . ; jT 0j ) cðjB1j þ
iÞbtjB1 jþi

� cðjB2j þ iÞbtjB2 jþi
. Therefore, we can obtain

Lemma 2. tu
According to Lemma 1, we should try to enlarge the

batch if the constraints in our allocation objective can be sat-
isfied; however, from Lemma 2, we can see that the mar-
ginal benefit will diminish as the batch size increases.

To solve the batch allocation problem, which is NP-
hard, this paper presents two heuristic approaches accord-
ing to the tasks’ required skills: the layered approach and
the core-based approach. The layered approach uses hier-
archical batching and can produce different layers of batch-
ing schemes; this approach can achieve good performance
in minimizing requesters’ total real payment, but may
incur high computational cost since all possible batches
must be formed and observed. In contrast, the core-based
approach first selects the core tasks that have minimum
skill differences with other tasks, and then the batches are
formed based on the core tasks. Although this approach
cannot achieve the optimal batching results, it can signifi-
cantly reduce the computational cost during batch forma-
tion and allocation.

4 LAYERED BATCH FORMATION AND ALLOCATION

OF TASKS

4.1 Layered-Batch Formation

With layered batching, we use the “bottom-up” pattern to
iteratively form the batches step by step. In the first layer,

each task forms an initial batch; the batching results in one
layer feed into the next-higher layer. Therefore, the higher
the layer is, the larger the batches in the layer are.

Let there be a set of tasks, T ¼ ft1; t2; . . . ; tng. Suppose
budget btx is provided by the requester for each task
tx; 1 � x � n, and the set of necessary skills required by tx is
Stx ¼ fsx1; sx2; . . . ; sxmg. In a batch of tasks, it is assumed
that the execution sequence is determined by the deadline
of the tasks, i.e., tx is executed before ty if dtx < dty . A batch
is a set of time-sorted tasks and is denoted by an ordered
tuple, e.g., ½t1; t2	 is a batch that includes t1 and t2, and t1 is
executed before t2.

Definition 1 (Candidate worker set of a batch). Let W
denote the set of all workers in the crowd and B denote a batch
of tasks. There is a subset Wc � W that is defined as the candi-
date worker set of B if and only if its elements satisfy the wage
and time constraints of all tasks in B : 8w 2 Wc, w’s reserva-
tion wage is not higher than the discounted payment of each
task, and w’s completion time of every task t 2 B; timeðw; tÞ,
does not exceed the deadline of t, dt:

w 2 Wc , 8t 2 B ^ gw � Payðw; tÞ ^ timeðw; tÞ � dt: (8)

Algorithm 1 Layered-Batch Formation for Tasks

/� T ¼ ft1; t2; . . . ; tng denotes a set of n tasks; W is the set of
workers in the crowd �/

1) i ¼ 1; c ¼ 0;Layeri ¼ fg;
2) LWSi ¼ fg; //Candidate worker set for batches of layer i
3) 8tj 2T : // Form the first layer
4) Batchi,j ¼ [tj];
5) BWSet i,j ¼ {}; // Candidate worker set of the batch
6) 8w 2W:
7) If w can satisfy Batchi,j:
8) BWSet i,j ¼ BWSet i,j [ {w};
9) If BWSet i,j is not Empty:
10) Layeri ¼ Layeri [ {Batchi,j};
11) LWSi ¼ LWSi [ {BWSeti,j};
12) While (c ¼ ¼ 0) do:
13) i ¼ i þ 1; Layeri ¼ {}; LWSi ¼ {}; k ¼ 1;
14) 8 Batchi-1,j 2 Layeri-1:
15) 8 tx 2 T � {Batchi-1,j}:
16) Batchi,k ¼ Batchi-1,j þ [tx];//Add a task to the batch
17) BWSeti,k ¼ {};
18) 8 w 2 LWSi-1,j:
19) If w can satisfy Batchi,k:
20) BWSeti,k ¼ BWSeti,k [ {w};
21) If BWSet is not Empty:
22) Layeri ¼ Layeri [ {Batch i,k};
23) LWSi ¼ LWSi [ {BWSet i,k};
24) k ¼ k þ 1;
25) If Layeri is Empty: c ¼ 1;
26) End.

The layered batch formation process is described as
Algorithm 1. In the bottom layer, each task forms a batch
initially, i.e., Layer1 ¼ f½t1	; ½t2	; . . . ; ½tn	g. If any worker satis-
fies the time and wage constraints of one batch (i.e., the con-
straints in Equations (6) and (7)), it can be added to the set
of candidate workers for the batch. Then, to form the higher
layer, we iteratively generate all possible batches by
appending one task to each batch of the lower layer; we
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omit the batch in the layer if no workers satisfy the batch’s
time and wage constraints. Apparently, at layer i, each batch
has i tasks, which are sorted according to their deadlines.

In Algorithm 1, ‘w can satisfy Batch’ means that the con-
straints of w’s reservation wage and all tasks’ deadlines are
satisfied. Although the complexity of Algorithm 1 is high,
Oð2nÞ, it is feasible to implement in practice. This is because
the size of a batch that can be undertaken by an individual
worker is limited according to the discounting mechanism;
meanwhile, the time and wage constraints can remove
some batches with no candidate workers.

Theorem 2. Let there be two batches B1 and B2 at Layeri. Now it
is assumed that B1 and B2 are merged into a new batch, B3, at
Layeri þ x (x > 0), which means B1 \ B2 ¼ f and B1 [ B2 ¼
B3. We use Pay(w,B) to denote the real payment that worker
w can get from batch B. We have Pay(w,B1) þ Pay(w,B2) �
Pay(w, B3).

Proof sketch. All tasks in B1; B2, and B3, are sorted accord-
ing to their deadlines. Apparently, 8t 2 B1; B2, the order
of task t in B1 or B2 is always no more than the order of t
in B3. The discounting function monotonically decreases
as the task order increases. Thus, we have Theorem 2. tu
According to Theorem 2, the larger a batch is, the more

significantly the real payment by requesters will be dis-
counted. Therefore, Theorem 2 ensures that the layered
batch formation can approach our optimization objective of
minimizing the real payment by requesters.

Theorem 3. Suppose that when we use Algorithm 1 to perform
batch formation for T, there are two layers: Layeri, Layeriþ1.
Suppose we are given two batches Bi;j and Biþ1;k, which res-
pectively belong to Layeri and Layeriþ1, and assume Biþ1;k is
generated based on Bi;j:Wi;j and Wiþ1;k are respectively the
candidate worker sets of Bi;j and Biþ1;k. Then (1)Wiþ1;k � Wi;j;
(2) for a worker w, Payðw;Bi;jÞ < Payðw;Biþ1;kÞ; (3) if Wi,j

is empty, the generation of Layeriþ1 needs not to involve
appending one task from batch Bi;j.

Proof sketch.

1) We assume that there is an arbitrary candidate
worker wc who can satisfy Biþ1;k. Then, worker
wc, can solve all tasks of batch Biþ1;k under
the time and wage constraints. Moreover, Bi;j �
Biþ1;k is known and batch Biþ1;k’s first i tasks are
the same as the tasks in batch Bi;j. Therefore,
worker wc can also satisfy all tasks in batch Bi;j

under the constraints. Thus,Wiþ1;k � Wi;j.
2) Bi;j � Biþ1;k is known, so Biþ1;k’s first i tasks are

the same as the tasks in Bi;j. According to the
discounting function, we have Payðw;Bi;jÞ ¼
Payðw;Biþ1;k ½1; . . . ; i	Þ. Thus, we have Payðw;
Bi;jÞ < Payðw;Biþ1;k½1; ::; i	Þ þ Payðw;Biþ1;k½iþ 1	Þ ¼
Payðw;Biþ1;kÞ. For worker w;Biþ1;k can result in
higher earnings, compared with Bi;j.

3) From (1), if Wi;j is empty, Wiþ1;k is also empty and
the desired conclusion follows. tu

Theorem 3 ensures the correctness of Algorithm 1 and
guarantees that another aspect of our objective, improving
the real earnings of the worker, can be achieved.

4.2 Worker’s Crowdsourcing Value for a Batch
of Tasks

The probability for a worker to be assigned a batch of tasks
is influenced by the following four factors:

1) The coverage degree of the worker’s skills for the skills
required by the tasks in the batch. Let B be a batch. The
set of skills required by all tasks in batch B is
SB ¼ [8tx2B Stx , where Stx denotes the set of skills
required by task tx. For all sa 2 SB, we use the num-
ber of tasks in the batch that require sa as the weight
of sa in the batch, na. Now, we use a binary value to
indicate whether worker wi has the skill sa : bia ¼ 1 if
wi has skill sa; bia ¼ 0 if wi does not have skill sa.
Then, the skill coverage degree of wi for batch B will
consider each skill’s weight in the batch:

CSðwi;BÞ ¼
P

sa2SB bia � nað ÞP
sa2SB na

: (9)

2) The occupancy rate of the worker’s reservation wage on
the task’s real payment. Suppose the real payment that
the requester of task tx will pay to wi is Payðwi; txÞ,
which is calculated according to Equation (2). Let the
reservation wage of wi be gwi

. Then, the occupancy
rate of wi’s reservation wage on batch B’s payment is

Occðwi; BÞ ¼
X
txinB

gwi
=Payðwi; txÞ

� � !
=jftxjtx 2 Bgj:

(10)

If the assigned worker wi has a lower Occðwi;BÞ,
wi may have more potential to distribute more
utility to other workers who assist wi in executing
tasks in B.

3) The estimated completion time of the worker for tasks in
the batch. When a worker wants to bid for a batch of
tasks, he/she will estimate the completion time for
each task in the batch according to the current real
situation and his/her experiences. Moreover, the
estimated completion time of a worker for a task can
also be estimated by the system [28]. Let fðwi; txÞ be
the estimated completion time of worker wi for task
tx. The index can be calculated as follows:

Estðwi;BÞ ¼
X
txinB

fðwi; txÞ
 !

=jftxjtx 2 Bgj: (11)

4) The reputation of the worker. The reputation of the
worker is mainly determined by the worker’s past
experiences in completing tasks; if the worker
always successfully completed assigned tasks, his or
her reputation is higher, and vice versa. We use Rwi

to denote the reputation of worker wi.
People are often connected by social networks [25], [26],

[27]. Some recent studies [22], [23] have shown that workers
are also often connected through social networks. If a
worker cannot complete a batch of tasks by himself/herself,
he/she needs to seek the help of other workers through
his/her social networks. Therefore, we present the
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following definition of crowdsourcing value to measure the
probability of a worker being assigned a batch of tasks,
which considers four factors that involve both the worker
and other workers in his/her social network contexts:

Definition 2 (Crowdsourcing value of a worker for a
batch of tasks). The crowdsourcing value of a worker, wi, for
a batch of tasks B is

V ðwi;BÞ ¼ a1

 
b1 � CSðwi;BÞ þ b2 �Rwi

b3 �Occðwi;BÞ þ b4 � Estðwi;BÞ

!

þ a2

P
wj2ðW�fwigÞ

b1�CSðwj;BÞþb2�Rwj

b3�Occðwj;BÞþb4�Estðwj;BÞ =dij
� �
jW � fwigj :

(12)

where W denotes the crowd of workers in the social network
context, which includes wi, and dij denotes the distance
between wi and wj in the social network. The distance can be
defined as the length of the shortest path between the two work-
ers in the social network. a1 þ a2 ¼ 1; b1 þ b2 þ b3 þ b4 ¼ 1.

Definition 2 shows that the probability of a worker to be
assigned a task is determined not only by the worker him-
self/herself but also by his/her contextual workers in the
social network. If a worker has higher values for the four fac-
tors, he/she has a higher probability to be assigned the task.
However, a worker may also have a higher probability to be
assigned the task even he/she has lower values but his/her
contextual workers have higher values for the four factors.

4.3 Allocation Algorithm

To achieve the optimization objective, we should first allo-
cate the batches at the highest layer. If the system can find
an appropriate worker for a batch and satisfy the constraints

in Equations (4), (5), (6), (7), the batch will be assigned to the
worker. Therefore, assigned workers should be selected
from the candidate worker set of the batch. If a batch at a
layer can be allocated successfully, it is not necessary to con-
sider the batches at the same or lower layers that have any
common tasks with that batch, which can avoid the redun-
dant allocation of common tasks between two batches. This
process is repeated until all tasks have been allocated suc-
cessfully or all workers have been considered.

Let the number of layers obtained by Algorithm 1 be l
and the set of available workers be W. To avoid the crowd-
ing of too many batches of tasks on certain workers, it is
assumed that each worker can only undertake one batch in
an allocation. The overall payment for batch Bij is denoted
as Payðw;BijÞ. The task allocation algorithm is shown as
Algorithm 2. Since Algorithm 1 ensures that the sizes of
batches at a higher layer are larger than those at a lower
layer and the sizes of batches within one layer are the same,
we greedily allocate batches from upper layers to lower
layers. The complexity of Algorithm 2 is OðnmÞ, where n is
the number of tasks and m is the number of workers.

Algorithm 2 Batch Layer-Oriented Task Allocation

1) i ¼ �; c1 ¼ 0;
2) While (ði > 0Þ and ðc1 ¼¼ 0Þ) do:
3) c2 ¼ 0;
4) While ðc2 ¼¼ 0Þ do:
5) min budget ¼ þ1;Wc ¼ fg;
6) 8Bij 2 Layeri: // Find minimum-payment batch
7) Ifmin budget > Payðw;BijÞ:
8) min budget ¼ Payðw;BijÞ;
9) Batch ¼ Bij;BWSet ¼ LWSi;j;
10) Wtemp ¼ W \ BWSet;
11) IfWtemp is not Empty: // Allocating Batch
12) w� ¼ argmaxw2WtempðV ðw;BatchÞÞ;
13) assign Batch to w�;W ¼ W � fw�g;
14) For k ¼ 1 to i:
15) 8Bkx 2 Layerk:
16) If Bkx \ Batch ! ¼ f:
17) Layerk ¼ Layerk � fBkxg;
18) Else:
19) Layeri ¼ Layeri � fBatchg;
20) LWSi ¼ LWSi � fBWSetg;
21) If Layeri is Empty: c2 ¼ 1
22) i ¼ i� 1;
23) If i > 0:
24) If Layeri orW is Empty: c1 ¼ 1;
25) End.

Example 1. Fig. 4 shows an example, where there are four
tasks {t1, t2, t3, t4}. Let the deadlines of the four tasks be
d1 � d2 � d3 � d4. First, we can carry out batch formation
according to Algorithm 1, which is shown as (a). The dot-
ted framework represents the batch with no candidate
workers who can satisfy both the time and reservation
wage constraints of the batch. If batches B22, B25 and B26

have no candidate workers, they and their descendant
batches need not be considered. We assume there are no
candidate workers who can satisfy the batch of four tasks,
so the batch formation process ends at layer 3. Then, we
can perform batch allocation according to Algorithm 2,

Fig. 4. An example of layered batch formation and task allocation.
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which is shown as (b). The allocation process starts from
batch B31 or B32, depending on which batch is associated
with lower payment, because B31 and B32 are both at the
top layer and their sizes are the same. The dotted line rep-
resents the batch that need not be considered later and the
solid line denotes a possible allocation sequence.

5 CORE-BASED BATCH FORMATION AND

ALLOCATION OF TASKS

The complexity of the above layered batch formation
algorithm is Oð2nÞ, which may incur heavy computa-
tional cost when n (the number of tasks) is large. More-
over, the layered batch formation process may produce
many useless batches. Therefore, we present a new sub-
optimal approach that can significantly reduce the com-
putational cost.

Let there be two tasks, tx and ty. The sets of necessary
skills required by tx and ty are Stx ¼ fsx1; sx2; . . . ; sxmg and
Sty ¼ fsy1; sy2; . . . ; syng, respectively. Then, the distance
between tasks tx and ty is

dxy ¼ 1� jStx \ Sty j
jStx [ Sty j

: (13)

The main steps of the core-based batch formation and
allocation approach are as follows:

1) Given a set of tasks T, we define the core task in T to
be the one that has the minimum sum of distances to
other tasks in T:

tc ¼ argmin
tx2T

 X
ty2ðT�ftxgÞ

dxy

!
: (14)

2) At first, tc forms the initial batch; other tasks will be
considered for integration into the batch with the
core of tc. In each round, the task of the batch with
the minimum distance to tc; tx, is selected to be
added into the batch. Then, the system checks
whether there are candidate workers who can satisfy
the two constraints in Equations (4), (5), (6) (7). If
candidate workers cannot be found, another task
with the second minimum distance is considered.
This batch formation process for tc is repeated until
dci is 1, i.e., no task has overlapping skills with tc.

3) We can use batchðtcÞ to denote the batch that is
formed with core task tc. After the batch is formed, a
worker w� is assigned the batch:

w� ¼ argmax
wi2Wc

ðV ðwi; batchðtcÞÞ: (15)

4) T ¼ T � batchðtcÞ, we will repeat the above processes
1-3 for the remaining tasks T. The stopping criterion
of the whole core-based batch formation and alloca-
tion is that no new core tasks or workers can be
found.

With the core-based approach, the order of the execution
of tasks in a batch is determined by their distances to tc, i.e.,
the smaller the skill distance of the task to tc, the earlier the
task can be executed. This idea is practical because in the

execution of one task, the existing execution results of simi-
lar finished tasks can be easily utilized. The core-based
approach is shown as Algorithm 3.

The worst-case complexity of Algorithm 3 is OðnmÞ,
where n is the number of tasks and m is the number of
workers. Therefore, the core-based approach can signifi-
cantly reduce the computational cost compared to the lay-
ered approach, whose complexity is Oð2nÞ þOðnmÞ.

Algorithm 3 Core-Based Batch Formation and Alloca-
tion. /� T ¼ ft1; t2; . . . ; tng denotes a set of n tasks; W is
the set of workers in the crowd �/

1) c1 ¼ 0;
2) While (c1 ¼¼ 0) do:
3) tc ¼ argmintx2T ð

P
ty2ðT�ftxgÞ dxyÞ; /�Select core task tc

�/

4) Wtemp ¼ W ; c2 ¼ 1;Wt ¼ fg;Batch ¼ fg;
5) 8w 2 Wtemp:
6) If (time(w,tc) � dtc ) and (gw � Payðw; tcÞ):
7) ftimew ¼ timeðw; tcÞ;Wt ¼ Wt [ {w};}
8) IfWt 6¼ f:
9) fBatch ¼ ftcg; c2 ¼ 0;Wtemp ¼ Wt;Ttemp ¼ T ; g
10) While ðc2 ¼¼ 0Þ do:
11) tb ¼ argminty2Ttemp^dcy 6¼0ðdcyÞ;
12) If tb can be found:
13) Wt ¼ fg;
14) 8w 2 Wtemp:
15) If (timeðw; tbÞ þ timew� dtb )

^(gw � Payðw; tbÞ):
16) Wt ¼ Wt [ fwg;
17) timew ¼ timew þ timeðw; tbÞ;
18) IfWt 6¼ f:
19) fWtemp ¼ Wt;Batch ¼ Batch [ ftbg;}
20) else: Ttemp ¼ Ttemp � {tb};
21) Else: c2 ¼ 1;
22) If batch 6¼ f:
23) w� ¼ argmax8wi2WtempðV ðwi;BatchÞÞ;
24) assign Batch to w�;W ¼W � {w�};T ¼ T � batch;
25) If T ¼ ¼ f orW ¼ ¼ f: c1 ¼ 1;
26) End.

Theorem 4. In the process of batch formation with core task tc,
we assume there are two batches, Bi and Bj, where Bi � Bj. Wi

and Wj are the sets of candidate workers (who can satisfy the
wage and time constraints of the batch) of Bi and Bj, respec-
tively. Then, (1) Wj �Wi and (2) Payðw; BiÞ � Payðw;BjÞ.

Proof sketch. (1) We can use reductio ad absurdum to
prove this theorem. Assume there is a candidate worker
w’2Wj and w’ =2 Wi. Then, w’ can solve all tasks of batch Bj

under the time and wage constraints, but not those of
batch Bi. However, Bi� Bj implies that Bj’s first i tasks are
the same as those of Bi. Thus, worker w’ can also solve the
tasks in Bi. This is a contradiction; thus, Wj � Wi.
(2) Bi � Bj is known, so batch Bj’s first i tasks are the
same as those of batch Bi. According to the discounting
function, Payðw; BiÞ � Payðw;BjÞ. tu
Theorem 4 ensures the correctness of our core-cased

batch formation and allocation algorithm and that our algo-
rithm tends to select larger batches, which implies that it
can approach the optimization objective in Equation (4).
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6 EXPERIMENTS

We now conduct experiments for our approaches on a
real dataset and realistic settings by comparing with
the previous benchmark approach: retail-style task allo-
cation. Moreover, we compare the results of our app-
roaches to those of the exhaustive batch allocation
algorithm, which exhaustively enumerates all possible
batch assignments.

6.1 Metric for Task Execution

In general, the successful execution of a task is affected by
the following four factors: 1) the possibility that the task’s
required skills are satisfied; 2) whether the task is finished
before the deadline; 3) whether the assigned worker is satis-
fied with the payment; and 4) the assigned worker’s reputa-
tion for reliable execution of the task. Let there be a worker
wi assigned to task t. The probability of successful execution
of t by wi, pi,t, can be defined as follows:

pi;t ¼ si;t � ðRwi
=RmaxÞ � ðtimeðwi; tÞ � dtÞ � ðPayðwi; tÞ � gwi

Þ;
(16)

where

si;t ¼
Ym
k¼1

e�Dk�t: (17)

If the completion time of t, time(wi, t), is later than dt
or the assigned worker’s reservation wage gwi

is not sat-
isfied by the real payment Pay(wi, t), pi,t is 0. si,t indicates
the possibility of wi obtaining the required skills through
himself/herself and his/her social network. The proba-
bility of wi getting sk from a worker in wi’s social net-
work is inversely proportional to the distance between
wi and the worker; we use Dk to denote the minimum
distance of wi to a worker with sk in the social network;
if the assigned worker has sk, Dk ¼ 0. m is the total num-
ber of skills required by the task. t represents the decay
factor. Rwi

is the reputation of wi and Rmax is the upper
bound of the reputation.

6.2 Benchmark Approach

On many current leading complex task-oriented crowd-
sourcing websites, such as Upwork.com, Freelancer.com,
and Zbj.com, each task is often allocated non-redundantly
and independently to a professional worker without decom-
position, which is retail-style task allocation approach. Gener-
ally, the following three factors are considered: 1) the skill
coverage degree of the candidate worker for the task; 2) the
reputation of the candidate worker; and 3) the reservation
wage of the candidate worker.

Our batch allocation approaches consider the assigned
worker’s social network contexts; for fair comparison, we
extend the traditional retail-style allocation approach by
considering the social network contexts of candidate work-
ers. Suppose there is a crowd of workers W. Let t be a task
and let the set of necessary skills to complete t be St. dij
denotes the distance between worker wi and another worker
wj in the social network. We define the crowdsourcing
value, V ðwi; tÞ, as the probability of wi being assigned t,
which is shown as follows:

V ðwi; tÞ ¼ a1 � b1 � jSt \ Swi
j þ b2 �Rwi

b3 � gwi

þ a2 �
P

wj2ðW�fwigÞ
b1�jðSt�Swi Þ\Swj jþb2�Rwj

b3�gwj
�dij

� �
jW � fwigj :

(18)

where a1 and a2 denote the relative contributions of wi and
wi’s contextual workers to V ðwi; tÞ, and b1;b2, and b3 denote
the relative importance of the three factors. V ðwi; tÞ is differ-
ent from V(wi,B) in Equation (12), because V(wi,t) is the
crowdsourcing value for an individual task but V ðwi;BÞ is
the one for a batch of tasks. The tasks are allocated one by
one in increasing order of deadline. Each task is greedily
assigned to the worker with the maximum crowdsourcing
value that satisfies the time and wage constraints.

6.3 Dataset and Settings

Now many representative studies on crowdsourcing of
complex tasks are validated by simulation experiments [12],
[13], [20], since the online experiments on complex tasks
may produce very high unaffordable payments. The simu-
lation experimental results with real data and realistic set-
tings are generally accepted in this area. Therefore, we
make simulation experiments by using real data set from
Upwork.com and making realistic settings by referring real-
world crowdsourcing processes from Upwork.com.

We collect the data of workers and tasks from Upwork.
com. Worker data include the skills, historical tasks, reputa-
tions of 4409 workers. The data that are extracted for each
worker contain more than one task completion record. The
average income for historical tasks of a worker is assumed to
be the worker’s expected wage. Tasks are selected from the
“web-mobile-software-development” category at Upwork.
com, which include 4096 tasks’ budgets, required skills, and
publishing time. To ensure the generality of our experimental
results, we delete the data for extreme cases as follows: the
workers whose wages are less than $200 or more than $700
are excluded; the tasks whose budgets are greater than $1400
or less than $400 are excluded; and tasks that require rare
skills (for which number of workers is no more than 2) are
excluded. Finally, there are 864 workers and 354 tasks in the
dataset that is used for our experiments. By considering the
general deadlines of tasks at the website, the deadline of each
task dt is a random value in [67, 127]; thus, the mean value is
close to 97.7. The estimated task completion time of a worker
is a randomnumber in the range [dt=2; dt].

In fact, the three types of structures (random network,
scale-free network, and small-world network) are very typi-
cal in real social networks [9], [10], [29], thus we use them in
the experiments to conduct a simulated social network envi-
ronment. Then, we will test the universality of our approa-
ches in varying social network structures.

We now describe how these networks are constructed.

� Random Network. By referring to [29], the random
network is generated by randomly adding connec-
tions between workers, which results in the network
average degree being equal to 6.
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� Scale-Free Network. By referring to [9], the scale-free
network starts with m0 ¼ 12 workers which are all
connected. At each step, we add a new worker and
connect this new worker to three workers already
existing in the network with a probability. The prob-
ability that a new worker v connects an existing
worker u is proportional to the degree of u. Finally,
the final network average degree is about 6.

� Small-World Network. By referring to [10], this net-
work starts from a regular ring lattice in which each
worker connects with 6 nearest neighbors, and this
worker has a probability of p ¼ 0:2 of rewiring each
connection to another worker. Finally, the final net-
work average degree is 6.

In summary, the properties of the three types of social
network structures among workers in experiments are
shown in Table 1.

6.4 Performance Indices

According to the optimization objective of this paper, we
define below four indices to evaluate the performances of
our approaches, layered batch allocation (Layer) and core-based
batch allocation (Core), in comparison with the previous
benchmark approach, retail-style allocation (Retail):

^ Task Completion Proportion: According to Equation (16),
we assume the probability of successfully completing
task x is px and there are a total of m tasks. The com-
pletion proportion of all tasks is defined as

Pm
x¼1 px=m.

^ Total Payment by Requesters: We define this index as
the sum of all requesters’ real payments to evaluate
our optimization objective of minimizing the reques-
ters’ total real payment.

^ Average Income of Workers: We define this index as the
average of all assigned workers’ real earnings within
a given duration to evaluate another aspect of our
optimization objective: improving the real hourly
wages of workers.

^ Task Allocation Time (Running Time of Algorithm): This
index is used to measure the computational effi-
ciency of the task allocation approaches. The running
time of our approaches includes the batch formation
and allocation processes.

6.5 Experimental Results

Our experiments are implemented in Python 2.7 and tested
on an Intel(R) Core(TM) CPU i7-4770 3.4 GHz and 16 G
memory. There are four main factors that may influence the
results: 1) discounting factor s for the discounting function
in Equation (2) (which is set ranging from s ¼ 0.3 to s ¼ 0.7
in the experiments); 2) decay factor t in Equation (17),
which influences the decay rate of the probability to get
skills as a function of social distance; 3) structures of social
networks, which can be used to test the universality of our
approaches in varying networks; and 4) number of tasks,
which may influence the performance. The experiments test
the impacts of these four factors on the performance indices.

6.5.1 Tests on Task Completion Proportion

Now we test the performances on Task Completion Propor-
tion of the three approaches.

Fig. 5a shows the results on Task Completion Proportion of
the three approaches under different social network struc-
tures. The decay factor is set to a fixed value; t ¼ 0.03. Obvi-
ously, the discounting factor has no influence on the retail-
style allocation approach. In the same network structure, the
three allocation approaches have similar Task Completion
Proportion performances, and core-based batch allocation is
slightly better than layered batch allocation; the reason is that
layered batch allocation greedily selects batches with lower
budgets in the process of batch allocation. For the three types
of social networks, Task Completion Proportion performance
under Random Networks is better than that under Small-
World Networks; this is because Task Completion Proportion
is related to the social distance from a worker with the

TABLE 1
The Properties of the Three Social Network Structures

Network\
Properties

Diameter Average
Shortest

Path Length

Clustering
Coefficient

Average
Degree

Random 7.02 4.00 0.01 6
Scale-free 5.91 3.29 0.12 6.01
Small World 8.51 4.98 0.63 6

Fig. 5. Tests on the performances of task completion proportion.
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required skill according to Equation (17), and the average dis-
tance between two workers in a random network is slightly
smaller than that in a small-world network. Moreover, in the
three networks, the scale-free network’s average distance is
the smallest, which causes it to have the highest Task Comple-
tion Proportion performance.

Fig. 5b shows the effects of the decay factor. With
the growth of the decay factor (from t ¼ 0.01 to t ¼ 0.05, while
s ¼ 0.3), the Task Completion Proportion performances of
all approaches decrease drastically. The Task Completion
Proportion performance under random networks is slightly
higher than that under small-world networks. Moreover, the
scale-free network’s smallest average distance causes it to
have the highest Task Completion Proportion performance.

6.5.2 Tests on Total Payment By Requesters, Average

Income of Workers, and Task Allocation Time

This series of experiments tests the performances on Total
Payment by Requesters, Average Income of Workers, and
Task Allocation Time of Algorithm of the three approaches
under different discounting factors and social networks.
Because the decay factor in Equation (17) only influences
the stage of task execution and these three performance

indices are determined in the stage of task allocation, it is
not necessary to test the effects of the decay factor on these
three performance indices. Therefore, the decay factor can
be set to 0.03.

Fig. 6 shows the effects of the discounting factor on the
three performance indices. We can see that our two
approaches achieve lower Total Payments by Requesters
and higher Average Incomes of Workers while using less
allocation time than the retail-style allocation approach.
Comparing with core-based batch allocation, layered batch
allocation performs better on Total Payment by Requesters
and Average Income of Workers, but it needs to consume
more allocation time. In our approaches, the values of Total
Payment by Requesters and Average Income of Workers
decrease with the increase of the discounting factor. With
the increase of the discounting factor, the runtime of our
layered batch allocation declines slightly; the reason is that
a higher discounting factor means a lower payment for the
task, which may reduce the size of the candidate worker set
in layered batch allocation, which speeds up the algorithm.
The effects of the network structures are not significant; this
is because these three performance indices are related to
task allocation, whereas social network structures have
more influence on task execution.

Fig. 6. Tests on the performances in terms of total payment by requesters, average income of workers, and task allocation time.
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6.5.3 Tests on the Scalability to the Number of Tasks

After randomly counting the numbers of varying categories of
tasks at Upwork newly published within one day, we find
that they are all within several hundreds, e.g., 500 (web,
mobile & software development), 70 (IT & Networking), 60
(Data Science & Analytics), 70 (Engineering & Architecture),
410 (Design & Creative), 250 (Writing), 50 (Translation). Our
batching scheme makes batching for the tasks within the
same category for oneday (since the batching of tasks crossing
multiple days may exceed the timeliness of tasks), thus we
onlymade experiments based on hundreds of tasks.

Now we examine the performances of three approaches
under different numbers of tasks; the results are shown as

Fig. 7. Without loss of generality, we set t ¼ 0:03 and
s ¼ 0:5. We can see that the number of tasks has no signifi-
cant influence on Task Completion Proportion. On Total
Payment by Requesters, the advantage of our approaches
becomes more obvious with the increase of the number of
tasks. The performances on Average Income of Workers of
the three approaches increase with the increase of the num-
ber of tasks. Comparing with the retail-style task allocation,
our two batch allocation approaches both have better scal-
ability performances in terms of runtime.

In addition, when number of tasks is small, the number
of possible batches is limited, and the greedy batch alloca-
tion of the layered approach may spend less time than the

Fig. 7. The scalability to the number of tasks in terms of the four performance indices.
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core-based batch allocation; with the increase of the number
of tasks, the core-based batch allocation may spend less
time due to its lower complexity.

6.5.4 Comparison with the Exhaustive Batch

Allocation Algorithm

We design an exhaustive algorithm based on recursion to
enumerate all possible batch assignments, as described
in the Appendix, which can be found on the Computer Soci-
ety Digital Library at http://doi.ieeecomputersociety.org/
10.1109/TPDS.2018.2894146. The exhaustive algorithm has
very high computational complexity, O(n!), thus it can only
be used for small number of tasks; however, it can be used
as a benchmark for comparison. Because our main optimi-
zation objective is to minimize the total real payment by
requesters, here we only compare the performance index of
Total Payment by Requesters.

First, we randomly select a certain number of tasks from
the set of all tasks and only retain workers who have skills
related to the tasks. Then, we compare the performances of
our two approaches with that of the exhaustive algorithm.
We set t ¼ 0:03 and s ¼ 0.5. We calculate the ratios of our
approaches’ results to those of the exhaustive algorithm,
shown in the Appendix available in the online supplemen-
tal material. The Total Payments by Requesters of our
approaches are approximately 1.6 times that of exhaustive
algorithm for a small number of tasks.

In summary, according to a comparison with the retail-
style task allocation approach, our two approaches both
achieve better performances in terms of Total Payment by
Requesters and Average Income of Workers, while main-
taining close Task Completion Proportion and consuming
less task allocation time; moreover, our approaches are uni-
versal for varying social networks. Between our two app-
roaches, the core-based approach incurs lower time cost
and produces suboptimal results. Although our approach-
es’ Total Payments by Requesters are 1.6 times that of the
exhaustive algorithm, our approaches can scale to the large
number of tasks, whereas the exhaustive algorithm can only
be applied when the number of tasks is very small.

Certainly, because our experiments are conducted in a
simulation environment with real data and realistic settings,
there are some limitations with the current results, shown as
follows.

� This paper assumes that the reusing is possible
among the tasks by the same worker; moreover, this
paper only considers the reusing costs without pre-
senting a detailed reusing model. The limitation of
such assumption is that it does not address the vari-
ety, dynamics, and complexity of reusing in real
systems. In fact, reusing is very different in varying
domains, for example, reusing in software domain is
a very complex issue that is influenced by the soft-
ware characteristics, the developers, and the applica-
tion environments. Therefore, in the future we will
explore the influence of varying reusing models on
the effects of our batch allocation approach. More-
over, we will integrate the batch allocation approach
with the software reusing technology to explore real
applications in software domain.

� This paper assumes that the social networks are reli-
able during task allocation and execution, i.e., work-
ers can reliably rely on their social network’s skillset
to complete the assigned tasks. However, due to the
uncertainty and openness of social networks, the
contextual workers may sometimes behave unreli-
ably. Thus the reputation and trust mechanisms will
be introduced for addressing unreliable workers in
social networks.

7 CONCLUSION

The popular retail-style task allocation cannot scale to large
numbers of concurrent tasks due to the large computational
cost, because each task needs to be allocated and executed
independently from scratch. Moreover, many workers’ skills
and time may not be fully utilized since they often undertake
a very small number of tasks contemporaneously.

To address these drawbacks, this paper presents a batch
allocation method with the objective of reducing the reques-
ters’ total real payment as well as improving each worker’
earnings. First this paper proves that the optimal batch alloca-
tion is NP-hard; then, this paper presents two approaches:
layered batch allocation, which can achieve better perfor-
mance but may incur higher computational cost, and core-
based batch allocation, which may achieve suboptimal per-
formance but can significantly reduce the computational cost.

This paper performs theoretical analyses and extensive
experiments on real data to prove the effectiveness and
advantages of the proposed approaches. First, the optimiza-
tion objective of our approaches of reducing the requesters’
total real payment and improving workers’ real earnings is
validated by comparison with the benchmark retail-style
task allocation. Then, it is demonstrated that our approaches
can achieve higher successful task completion probability
and consume less task allocation time by comparison with
the retail-style task allocation.

In the future, we will mainly explore the adaption of
the batch allocation mechanism to dynamic crowdsourc-
ing environments in which workers may join or depart
dynamically and the strategies and skills of workers are
dynamic. Moreover, we will make large scale real online
experiments through cooperating with popular crowd-
sourcing platforms.
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